**PRACTICAL – 3(7)**

**Aim:** Complete the code and write main () method to execute program.

        Public class MethodOverloading

    {

               Private void methodoverloading()

               {

                                //No argument,private method

                }

               Private int methodOverloaded(int i)

               {                            //code

}

               Protected  int methOdoverloaded(double d)

                {

**//code**

}

Public void methodOverloading(int i, double d)

                 {

                                              //code

 }

}

**PROGRAM CODE:**

public class Practical\_3\_7 {

    private *void* methodoverloaded() {

        System.out.println("private void mathodoverloaded():");

    }

    private *int* methodoverloaded(*int* *i*) {

        System.out.println("private int mathodoverloaded(int):");

        return 0;

    }

    private *void* methodoverloaded(*double* *i*) {

        System.out.println("private int mathodoverloaded(double):");

    }

    public *void* methodoverloaded(*int* *i*, *double* *j*) {

        System.out.println("public void mathodoverloaded(int,double):");

        System.out.println("\n20DCE019-Yatharth Chauhan");

    }

    public static *void* main(String[] *args*) {

        Practical\_3\_7 s = new Practical\_3\_7();

        s.methodoverloaded();

        s.methodoverloaded(2);

        s.methodoverloaded(12.22);

        s.methodoverloaded(2, 22.22);

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**CONCLUSION:** We get to know about the method overloading in Java.